**Name: Mohammad Zain Abbas**

**Reg #: 6865**

**DE-36 (CE), Syndicate: A**

**LAB 4 JOURNEL**

**Equipment Used:** Notebook Computer, Python IDLE 3.6

**Lab Tasks:**

1. Implement a FIFO data structure in python.

**SOLUTION CODE:**

class Queue:

def \_\_init\_\_(self):

self.queue = []

def isEmpty(self):

return self.queue == []

def enqueue(self, value):

self.queue.insert(0,value)

def dequeue(self):

return self.queue.pop()

def size(self):

return len(self.queue);

def main():

q=Queue();

q.enqueue(4);

q.enqueue(6);

q.enqueue(8);

q.enqueue(1);

print(q.dequeue());

main();

**OUTPUT:**
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2. Use the implemented FIFO data structure to implement BFS for Graph 1 and 2 in python. The starting node is ‘6’ for Graph 1 while the starting node is ‘C’ for Graph 2.

**SOLUTION CODE:**

class Queue:

def \_\_init\_\_(self):

self.queue = []

def isEmpty(self):

return self.queue == []

def enqueue(self, value):

self.queue.insert(0,value)

def dequeue(self):

return self.queue.pop()

def size(self):

return len(self.queue)

def Breadth\_First\_Search(graph,start\_node,q=Queue(),visited=[]):

visited.append(start\_node);

print(visited);

neighbours=graph[start\_node];

for i in neighbours:

q.enqueue(i);

while(not(q.isEmpty())):

front=q.dequeue();

if(visited.count(front)==0):

Breadth\_First\_Search(graph,front,q,visited);

def main():

Graph1={'6':['4'],

'4':['5','3','6'],

'5':['4','2','1'],

'3':['4','2'],

'2':['3','5','1'],

'1':['5','2']

}

Graph2={'E':['A','B'],

'A':['E','B','D'],

'B':['A','E','D'],

'D':['A','B','C'],

'C':['D']

}

Breadth\_First\_Search(Graph1,'6');

print('For Graph 2');

Breadth\_First\_Search(Graph2,'C',visited=[]);

main();

**OUTPUT:**
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3. Implement BFS for Tree 1 and 2 in python. The starting node is ‘1’ for Tree 1 while the starting node is ‘Frankfurt’ for Tree 2.

**SOLUTION CODE:**

import time

class Queue:

def \_\_init\_\_(self):

self.queue=[];

def isEmpty(self):

return len(self.queue)==0;

def Enqueue(self,value):

return self.queue.insert(0,value);

def Dequeue(self):

return self.queue.pop();

def size(self):

return len(self.queue)

class Tree():

def \_\_init\_\_(self):

self.left = None

self.right = None

self.middle=None

self.data = None

#Tree\_numbers

Tree\_numbers = Tree()

Tree\_numbers.data = 1

Tree\_numbers.left = Tree()

Tree\_numbers.left.data = 2

Tree\_numbers.middle=Tree()

Tree\_numbers.middle.data = 3

Tree\_numbers.right = Tree()

Tree\_numbers.right.data = 4

Tree\_numbers.left.left = Tree()

Tree\_numbers.left.left.data = 5

Tree\_numbers.left.middle = Tree()

Tree\_numbers.left.middle.data=6

Tree\_numbers.right.middle=Tree()

Tree\_numbers.right.middle.data=7

Tree\_numbers.right.right=Tree()

Tree\_numbers.right.right.data=8

Tree\_numbers.left.left.left=Tree()

Tree\_numbers.left.left.left.data=9

Tree\_numbers.left.left.middle=Tree()

Tree\_numbers.left.left.middle.data=10

Tree\_numbers.right.middle.middle=Tree()

Tree\_numbers.right.middle.middle.data=11

Tree\_numbers.right.middle.right=Tree()

Tree\_numbers.right.middle.right.data=12

#Tree\_cities

Tree\_cities = Tree()

Tree\_cities.data = 'Frankfurt'

Tree\_cities.left = Tree()

Tree\_cities.left.data = 'Mannheim'

Tree\_cities.middle=Tree()

Tree\_cities.middle.data = 'Wurzburg'

Tree\_cities.right = Tree()

Tree\_cities.right.data = 'kassel'

Tree\_cities.left.middle = Tree()

Tree\_cities.left.middle.data= 'Karlsruhe'

Tree\_cities.middle.left=Tree()

Tree\_cities.middle.left.data='Nurnberg'

Tree\_cities.middle.right=Tree()

Tree\_cities.middle.right.data='Erfurt'

Tree\_cities.right.middle = Tree()

Tree\_cities.right.middle.data = 'Munchen'

Tree\_cities.left.middle.middle = Tree()

Tree\_cities.left.middle.middle.data= 'Augsburg'

Tree\_cities.middle.left.middle=Tree()

Tree\_cities.middle.left.middle.data='Stuttgart'

from collections import deque

def BreadthFirstSearch(root, queue = deque()):

if root is None:

return

print (root.data)

for node in [root.left, root.middle, root.right]:

if node:

queue.append(node);

if queue:

BreadthFirstSearch(queue.popleft(), queue)

print('Tree\_numbers')

print(BreadthFirstSearch(Tree\_numbers));

print('\n')

print('Tree\_cities-2')

print(BreadthFirstSearch(Tree\_cities));

**OUTPUT:**
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**Q:** Decompose the following 3x3 3-bit grayscale image into an undirected graph using 8 connectivity and search all pixels using BFS algorithm starting with node ‘5’. Also tell the total time taken by your algorithm.

|  |  |  |
| --- | --- | --- |
| 150 | 2 | 5 |
| 80 | 145 | 45 |
| 74 | 102 | 165 |

**SOLUTION CODE:**

class Queue:

def \_\_init\_\_(self):

self.queue = []

def isEmpty(self):

return self.queue == []

def enqueue(self, value):

self.queue.insert(0,value)

def dequeue(self):

return self.queue.pop()

def size(self):

return len(self.queue)

import time

start=time.clock();

def Breadth\_First\_Search(graph,start\_node,q=Queue(),visited=[]):

visited.append(start\_node);

print(visited);

neighbours=graph[start\_node];

for i in neighbours:

q.enqueue(i);

while(not(q.isEmpty())):

front=q.dequeue();

if(visited.count(front)==0):

Breadth\_First\_Search(graph,front,q,visited);

print('Time Taken: ',time.clock()-start)

def main():

Graph\_Image={'2':['5','45','80','145','150'],

'5':['2','45','145'],

'45':['2','5','102','145','165'],

'74':['80','102','145'],

'80':['2','74','102','145','150'],

'102':['45','74','80','145','165'],

'145':['2','5','45','74','80','102','150','165'],

'150':['2','80','145'],

'165':['45','102','145']}

Breadth\_First\_Search(Graph\_Image,'5');

main();

**OUTPUT:**

![](data:image/png;base64,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)